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1. Dynamic versus static method dispatch In C#, in contrast to (Featherweight)Java, methods are
dispatched statically. That is, if you have a method invocation, than the method is selected depending on
the object’s static type, not its actual, dynamic type.

Which static and dynamic semantics rules would have to change if we want to implement static dispatch,
without compromising type safety.

Solution: The dynamic sematics rule for method dispatch currently search up the class hierachy based
on the dynamic type. We currently do not keep track of the static type of an expression. To implement
static dispatch, we would have to maintain this information at run time. That is, when we invoke a
method, the actual parameters of the method might have a different type than the formal ones (actual
may be a subclass of the formal), and a cast can also cause the static and dynamic type to differ.

2. FeatherWeight Java Consider the following Featherweight Java code, where we assume the existence of
integers and booleans, an equal (==) and modulo (%) operator on integer values, and the logic and operator
(&&).

class Colour extends Object {
int red;

int green;

int blue;

Colour (int r, int g, int b) {
super ();

this.red = r % 256;

this.green = g % 256;

this.blue = b % 256;

}

bool isEqual (Colour col) {
return (this.red == col.red && this.blue == col.blue && this.green == col.green);

}

bool isBoring () {return (this.blue == 0);}
}

class Point extends Object {
int x;

int y;

Point (int x, int y) {
super ();

this.x = x;

this.y = y;

}
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bool isBoring () {return (this.x == 0);}

bool isEqual (Point p) {return (p.x == this.x && p.y == this.y);}
}

class ColourPoint extends Point {
Colour c;

ColourPoint (int x, int y, Colour c) {
super (x, y);

this.c = c;

}

bool isBoring () {return (this.c.red == 0);}

bool isEqual (Point p) {return (p.isEqual (this) && ((ColourPoint) p).c.isEqual (this.c));}
}

For each of the following four expressions, explain very briefly whether they are legal according to Feather-
weight Java’s static semantics (if not, why?). If so, what would they evaluate to according the Featherweight
Java’s dynamic semantics? You do not need to provide a formal proof or derivation.

(a) (new ColourPoint (10, 20, new Colour (0, 0, 0))).isBoring();

(b) ((ColourPoint)(new Point (0, 0))).isBoring();

(c) (new Point (0,0)).isEqual (new ColourPoint (0, 1, new Colour (255, 255, 255)))

(d) (new ColourPoint (0, 0, Colour (255, 255, 255))).isEqual (new Point (0,0))

What would happen if we replaced the isEqual method in the ColourPoint class with

bool isEqual (ColourPoint p) {return (this.c.isEqual (p.c));}

Solution:

• ok, returns true

• rejected at runtime, since the cast is not valid

• ok, returns false

• rejected at runtime, as second argument is cast to cpoint, but is just point

New method would be rejected by compiler, as return type doesn’t match method type of super class

3. Type safety and security Software vulnerabilities like format string attack (uncontrolled format string)
are not possbile in a truly type safe language. Why?

What are the costs or down sides of type safety?

Solution: These attacks exploint the fact that the language has undefined behaviour to read or alter
memory content, or execute arbitrary commands.

In a truly type safe language, there is no undefined behaviour, and unexpected input has to be handled
deterministically.

Checks can be either done at compile time or at runtime. The more a language checks at compile time,
the more rigid it is, because the compiler has to be able to establish the desired property for all possible
program runs. For example, statically typed languages usually require all branches of a conditional to
have the same type. On the other hand, run time checks do introduce a performance
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